
Salesforce Integration: Bespoke Execution using Lightning, REST, APEX, and JavaScript 

In a previous post, we looked at the fantastic integration options that are available out-of-the-box with our Salesforce 

integration. 

While the functionality that integration provides will be sufficient for the majority of of InRule customers, there are 

always edge cases where a different type of interaction with InRule may be appropriate.  While we do not recommend 

implementing any of these without working with our ROAD Services group to see if there’s an easier answer, these are 

all execution structures that we’ve developed prototypes for, allowing customers to integrate in non-standard ways.   

Fair warning – this post is significantly more technical than the last one and is targeted towards folks that have a pretty 

solid understanding of Salesforce.  Now that that’s out of the way - let’s take a look! 

 

irServer REST Rule Execution from Lightning Web Component 

If you have a custom Lightning Web Component that acts as a complex form, it’s possible that you may need to execute 

Rules against an entity that has not yet been saved to Salesforce – the one in progress on your custom page.  Since 

InRule’s Salesforce integration operates against the entity state as it is persisted to Salesforce, this scenario wouldn’t 

support using the native integration.  However – there’s nothing preventing the irServer REST Rule Execution Service 

from being able to handle Rule Execution requests against a Salesforce entity, as long as all the appropriate data is 

provided at execution time (and, if you’re using the RuleHelper, those assemblies are available to  irServer). 

To run rules from a Lightning component, you simply need to build up the REST request in the LWC controller and send 

the request to the execution service, processing the response.  To accomplish that, there are a number of caveats to 

keep in mind: 

- The URL of the execution service must be configured with Salesforce under the “CSP Trusted Sites” section to 

allow the cross-site request to be sent. 

- The URL of your Salesforce instance (or “*”) must be configured in the CORS configuration of your irServer host 

for the request to be received.   

o For Azure-based deployments, there is a configuration page in the App Service settings in the Azure 

Portal.  

o For IIS-hosted services, you’ll need to install the IIS CORS module from here (link) 

https://www.iis.net/downloads/microsoft/iis-cors-module, and then configure your execution service 

web.config with the following addition: 

    <system.webServer> 
        <cors enabled="true"> 
          <add origin="*"> 
            <allowHeaders allowAllRequestedHeaders="true" /> 
          </add> 
        </cors> 
    </system.webServer> 

- All entity state information must be passed in the initial request, as if you were running Rules from the “Test” 

button on the Home tab in irAuthor rather than the Salesforce irX tab. 

- Any persistence must be done within the LWC – nothing will be automatically saved after Rule execution (unless 

done in the Rule App using the RuleHelper assembly). 

Once those are handled appropriately, here’s an example of a Lightning Web Component Controller method that 

executes rules off a Case using the REST service. 

https://www.iis.net/downloads/microsoft/iis-cors-module


 

Not too bad, right?  Well, since we did it from a Lightning Web Component, why not also… 

 

irServer REST Rule Execution from APEX Trigger or Class 

That’s right, we can execute using the REST service from an APEX class as well!  In certain edge cases, like if you have 

Formula fields that rules are reliant upon and are not yet persisted in the context of the AfterUpdate trigger, you may 

find that running rules using the REST endpoint from APEX is an alternative option. 

Because this is executing from the server-side rather than the client-side, some of the caveats are a bit different: 

- The URL of the execution service must be configured with Salesforce under the “Remote Site Settings” section to 

allow the request to be sent. 

- All entity state information must be passed in the initial request, as if you were running Rules from the “Test” 

button on the Home tab in irAuthor rather than the Salesforce irX tab. 

- Any persistence must be done within the APEX class – nothing will be automatically saved after Rule execution 

(unless done in the Rule App using the RuleHelper assembly). 

- If data on an entity is modified, users with the entity open will not automatically see the updated values in the 

UI until they refresh the page.  If that is needed, you could add a Platform Event that gets published after the 

save operations are complete, and build a Lightning Web Component that lives on the object page and listens 

for that event, initiating a data refresh when it’s received for the currently loaded object ID. 

Again, once those are handled appropriately, here’s an example of an APEX class that executes rules off a Case using the 

REST service: 



 

And there you have it!  Two different ways to run rules using the REST endpoint from Salesforce – one from the front-

end, one from the back-end. 

 

irJS JavaScript Rule Execution from Lightning Web Component 

In the previous two examples, we used the REST execution service to perform out-of-process executions from different 

locations with Salesforce.  What about executing rules directly within Salesforce?  Impossible, I hear you say?  Never! 

If you have some Rules that are self-contained, but are also more complex that you want to implement using hardcoded 

JavaScript or native Salesforce logic, you may find that using the JavaScript execution pattern fills your needs.  Using our 

extremely fast irJS <link> execution pattern, Rule Applications (albeit with a slightly restricted functionality set) can be 

compiled into a JavaScript library that can be embedded within a web page and executed directly in the client browser. 

Once you create your Rule App and compile it into a JavaScript file using the irJS Distribution Service, you can then 

upload the file to Salesforce as a Static Resource that can be referenced in Lightning Web Components.  From there, the 

execution pattern is pretty much the same as any other JavaScript-based execution, with some Salesforce data 

interaction tidbits thrown in for good measure. 

Because this execution patterns uses bits that already exist in Salesforce, the caveats are a bit different than the other 

two that we’ve discussed: 

- The compiled irJS library file will need to be checked into Salesforce as a Static Resource.  Any changes to the 

Rules will need to be re-compiled and re-uploaded to the Static Resource in Salesforce in order to take effect; 

checking into the Catalog will not impact the static resource. 

- The Rule Application must be written targeting Javascript, which means that some functionality will not be able 

to be supported (mainly things that call out from the Rule Application during execution like SQL queries and 

REST requests).  irX for Salesforce (which allows you to import schema) is fully supported in Javascript-targeted 

Rule Applications, but requests made through the RuleHelper are not. 



- As long as it targets JavaScript, you can absolutely have one Rule Application used both for JavaScript execution 

as well as checked in and used for all your native Salesforce integration executions. 

- When building the code to run the irJS Rules in the Salesforce component, you will need to manually build up an 

object that matches the  schema in the Rule Application.   

- This should go without saying, but you’ll be responsible for populating the full entity state and then handling the 

persistence or processing after execution completes. 

Not a bad list of caveats – let’s take a look at the code in the Lightning Web Component that runs rules using irJS from a 

Static Resource: 

The LWC UI bits: 

 

And the LWC Controller logic: 

 

Just like that, you’re executing blazing-fast irJS rules in the browser, embedded within a Lightning Web Component. 

 

With great power… 

As I mentioned early on in this post, we do not recommend that folks implement these without first chatting with our 

ROAD Services team to see if there might be a more simple solution.  However, that all these options are possible with 

very little customization goes to show that the fantastic level of flexibility that’s built-in to InRule allows for an 

integration solution to fit just about any scenario you can imagine. 

Think you’ve got one that’ll stump us?  Send us a message and let us know – we love a good challenge! 


